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Optimization of a Quantum Subset Sum Oracle
Angelo Benoit, Sam Schwartz, and Ron K. Cytron

Washington University
Saint Louis, Missouri 63130
cytron@wustl.edu

Abstract—We investigate the implementation of an oracle for
the Subset Sum problem for quantum search using Grover’s
algorithm. Our work concerns reducing the number of qubits,
gates, and multi-controlled gates required by the oracle.

We describe the compilation of a Subset Sum instance into a
quantum oracle, using a Python library we developed for Qiskit
and have published in GitHub. We then present techniques to
conserve qubits and gates along with experiments showing their
effectiveness on random instances of Subset Sum. These tech-
niques include moving from fixed to varying-width arithmetic,
using partial sums of a set’s integers to determine specific integer
widths, and sorting the set to obtain provably the most efficient
partial sums.

We present a new method for computing bit-string compar-
isons that avoids arbitrarily large multiple-control gates, and we
introduce a simple modification to the oracle that allows for
approximate solutions to the Subset Sum problem via Grover
search.

I. INTRODUCTION

Quantum computers are attractive for solving optimization
problems due to the theoretical advantage of unstructured
search using Grover’s algorithm [1]. In this paper we examine
qubit-conserving implementations of an oracle for deployment
for Grover’s algorithm. Here, the oracle of interest realizes an
instance of the Subset Sum problem (SSP) [2]. That problem is
known to be NP-Complete. While Grover cannot overcome the
exponential cost currently believed to be necessary for such
problems, it does asymptotically obtain quadratic speedup as
compared with exhaustive search.

In particular, we are interested in the optimization problem
related to SSP, which we describe in Section I-A. Instances
of NP-Complete optimization problems, such as memory-map
inference [3] and similar hard problems can be reduced from
and to SSP. The techniques we describe in this paper allow
such hard problems to be formulated as an instance of SSP
whose solution may provide good, if not optimal, solutions to
the hard problems of interest.

The contributions of our paper are as follows. We have
developed a library to support arithmetic in an oracle (Sec-
tion VI). That library is freely available in GitHub and it
embodies the techniques we have describe in Section II that
conserve quantum bits (qubits) in such oracles. We present
results of experiments conducted in Qiskit [4] to quantify
the savings of qubits for random SSP instances. While the
results we can obtain are precise under emulation, deployment
on a real quantum device (such as IBM’s 127 qubit quantum
computers available openly for public use [5]) encounters
unacceptable noise. One likely source of that noise [6] is the

use of multi-controlled gates whose controlling qubits are (for
example) all the bits of integers compared for equality. In
Section III we propose a novel method for determining the
equality of two bit strings. If the strings under comparison
are m qubits wide, current approaches use a multi-controlled
gate with m control bits. We use at most two controlling
inputs for any control gate and take modest additional steps
(Θ(log ?(m))) to determine equality. Finally, we describe in
Section IV an adaptation of the oracle to find approximate
solutions to Subset Sum using Grover search.

In our notation, we consistently use subscripts to denote an
element taken from a collection, such as a set, and superscripts
to denote a particular bit of a bit string or number.

A. Subset Sum

The Subset Sum problem (SSP) is a decision problem that
can be described as follows. Given a (multi)set

S = {a1, a2, . . . , an}

of n positive integers, is there a subset of those integers that
sums to another integer, T ? This problem is known to be NP-
Complete, which, at the time of this writing, means there is
no algorithm yet that can answer the above question any faster
than trying all possible subsets of S. While SSP may not
have inherent interest, it is a common problem from which
interesting, hard problems can be reduced. One such problem
we have previously considered is the memory map inference
problem. Given a sequence of storage references (loads and
stores), infer which memory allocation regions waste the
least amount of space [3]. These would be the memory-map
requests made from such a program to an operating system.

B. Corresponding optimization problem

Asking whether a memory map exists with a given effi-
ciency can be reduced from SSP, thus showing that the mem-
ory map inference problem is NP-Complete. More interesting
and relevant to this paper, the optimization form of SSP allows
us to ask what memory map is closest to a given, specified
target. This, in turn, asks whether SSP can find a subset close
to a given target T .

It is important to remember that the size of an SSP instance
is usually characterized by n, the number of integers in set S.
While that plays a role in the quantum deployment of an SSP
instance, we must concern ourselves also with the integers
themselves and the partial sums computed in service of finding
whether a given subset sums (close) to T . Those aspects of



SSP consume significant resources on a quantum computer.
This becomes apparent when we describe how to compile an
SSP instance into a quantum circuit in Section I-C.

C. Grover’s algorithm and the oracle

A complete description of Grover’s algorithm is beyond the
scope of this paper and has been covered well elsewhere [1],
[7]. The important aspects of that algorithm for the purposes
of this paper are as follows:

• The algorithm incorporates instances of an oracle that
models the behavior of some function f(x) where x is
an n-qubit value. There are thus N = 2n possible basis
values for x in the computational basis.

• We assume that for exactly one such input value x?,
f(x?) = 1 and ∀ x 6= x?, f(x) = 0. Extensions
where there are more input values for which our function
returns 1 are straightforward [1].

• We denote the bits of x as x1, x2, . . . , xn.
• For the purposes of SSP, x encodes a particular subset

of S whose values might sum to T . A particular bit xi
is true if and only if the associated integer from SSP ai
should be included in the sum.

• In the scenario described thus far, Grover’s algorithm can
find x? in time Θ(

√
N), which is quadratically faster than

the exhaustive search taking Θ(N) time.
• Grover’s algorithm performs a certain number of itera-

tions, related to n, each consisting of the oracle subjected
to phase kickback [7] followed by a diffusion step.

• If Grover’s algorithm requires g iterations, then the quan-
tum circuit will have g instantiations of the oracle, each
followed by an instantiation of the diffusion step.

We next describe how we compile an instance of SSP into an
oracle for Grover’s algorithm. An outline of the steps is as
follows, and a sketch of the process is depicted in Figure 1.

• The circuit accepts x (n qubits) and an ancilla y. The
value of x selects the subset of integers from S, as
described above. The ancilla y is initialized to the |−〉
state, as required by Grover’s algorithm to induce phase
kickback.

• For each integer ai in S, a quantum register is created
and initialized to the bits of ai. We interchangeably
call the integer and its quantum register ai. For now,
each integer value in the circuit occupies 32 bits, but
the improvements we suggest in Section II will allocate
qubits more judiciously.

• For each ai, a shadow register bi is created that will hold
either ai or 0, depending on bit xi. We denote bit j of a
register using superscripts. Thus we have

bji = aji ∧ xi

Bit j of the shadow register is true if and only if the
corresponding bit of ai is true and xi specifies the
inclusion of integer ai for the sum. The above logic
is easily realized in the quantum circuit by making bji
(initialized to |0〉) the target of a CCX gate controlled by
aji and xi.

• Next we must sum the shadow registers. A running sum
of the n integers takes n− 1 registers. We do not as yet
assume any order among the n integers, but in Section II
we describe an optimal ordering for them in terms of
saving qubits.

• The final sum Z of the chosen subset must then be
compared with the target T . We compare each bit Zj

with T j by performing their exclusive-or using two CX
gates, as shown in Figure 3(a). If each resulting bit is
called Cj , then we finally determine whether all of those
bits are 0. In literature, this is accomplished by a multi-
controlled CX gate, whose controls are each of the bits
Cj followed by an X gate and whose target then indicates
whether all of the control bits are |0〉. A diagram of
this circuit is shown in Figure 3(b), which includes the
uncomputation after the multi-controlled gate using an X
gate. We propose an alternative computation that uses
only CCX gates in Section III.

The final result computed by the oracle is |1〉 if and only if
the input x chooses a subset of S that sums to T . Such an
oracle is suitable for Grover’s algorithm to find the solution x.

Fig. 1. Overview of the steps for generating an oracle. S is the set of integers
and T is the target for the sum. The k value is described in Section IV.

II. CONSERVING QUANTUM BITS AND GATES

As described in Section I, we initially generated our oracle
using 32 qubits for the integers and summation operations.
In this section we describe optimizations that allowed us to
save qubits. Experimental results from most of these ideas are
reported in Section V, but some remain future work for us.

A. Addition in a quantum circuit

Our library supports the addition of integers held in quantum
registers. We mention here that we formulated the carry oper-
ation to use operations such as CX that are readily available
for quantum circuits. As we generate the logic to add two
registers, bit-by-bit we need the sum of three qubits. Two of
the qubits, v and w, are fresh inputs; the third qubit is the
carry c from the previous bits’ addition. We compute the sum
and carry(-out) out as follows:

sum = v ⊕ w ⊕ c
carry = vw ⊕ vc⊕ wc



The carry expression differs from what is normally deployed
for classical (non-quantum) computing, but is logically equiv-
alent and avoids unnecessary boolean operations in a quantum
circuit. The corresponding circuit is shown in Figure 2.

Fig. 2. Addition of qubits v and w. As this is the first addition, the carry-in is
the |0〉 qubit at the top of the circuit. The circuit was generated by Qiskit
using our library.

B. Reducing the width

Our results in Section V show that implementing all values
and operations on 32 qubits integers rapidly exceeds the qubits
available on real devices or even on available simulators. The
set S is known a prior, so we can compute

M =

n∑
i=1

ai

as the maximum value achievable over all possible subsets
for this SSP instance. All integers and sums could then be
accommodated using blog2Mc+ 1 bits. Suppose WLOG that
an is the largest integer in S and S has n elements. Then M
can be bounded as follows:

M =

n∑
i=1

ai ≤ n ∗ an

and the number of required qubits
blog2(n ∗ an)c+ 1 ≤ log2 n+ log2 an + 1

= O(log(max(n, an)))

The number of required qubits for an SSP instance is bounded
logarithmically, by the number of elements in S and by its
largest integer. Such a result would normally be encouraging,
but qubits are precious on quantum devices, so we investigated
other approaches to reducing the necessary qubits.

C. Varying-width set elements and sums

While M as computed above suffices to represent all values,
an instance of SSP may specify integers in S that require fewer
qubits. We therefore implemented a varying-width arithmetic
package for SSP, so that each integer ai ∈ S occupies only the
necessary blog2 aic+1 qubits. This in turn required redefining
addition to accommodate inputs of differing qubit widths.

Each shadow register bi is either a copy of its source register
ai, or it is 0, according to whether xi specifies that ai should

be included in the sum. Thus, each shadow register bi is the
same width as its source register ai.

The additions performed in service of an instance of SSP
on the shadow registers must be allocated sufficient qubits to
hold their results. With the shadow registers summed in some
order (say, b1 through bn for now), when bj is to be added to
the growing partial sum, we allocate a register of width⌊

log2

j∑
i=1

bi

⌋
+ 1 (1)

to hold the result. The register must be this wide whether xi
specifies bj to be the source value aj (so, included in the sum)
or 0 (so, excluded from the sum). We therefore accommodate
a sum at this point that potentially includes aj . In other words,
the sum at that point can be at most the sum of the integers in
SSP that may have been incorporated thus far, and we allocate
a result for the sum that accounts for the worst case.

Experiments in Section V show the effectiveness of properly
sizing each integer from S and of properly (worst-case) sizing
the sums.

D. Optimal ordering of integers

S is a set (or multiset, allowing duplicates) of integers,
which ordinarily implies no order among its elements. How-
ever, Equation 1 shows that the number of bits at each
summation step is related to the size of the integers and
results that have been incorporated previously. Modeled after
the shortest job first result [8], we introduce and prove the
following:

Theorem The partial sums developed in service of
an SSP instance produce the smallest values when
the integers of S are considered in sorted order,
ascending.

Proof. Consider a set of n integers, V = {V1, V2, . . . , Vn}.
WLOG, assume that when sorted we obtain

V1 ≤ V2 ≤ . . . ≤ Vn

Our theorem is that every partial sum of the integers
∑k

i=1 Vi
is minimized if the integers are in sorted order. By contradic-
tion, assume there exists an optimal schedule ρ that minimizes
the partial sum of each step in the addition and that ρ is not
sorted in ascending order. This means there must exist at least
one pair of integers Vi and Vj where i < j in ρ such that
Vi > Vj .

If Vi and Vj are swapped, the partial sum for all sums
between Vj and Vi decreases by Vi − Vj , as Vj is added first.
This swap does not affect the partial sums before Vj or after
Vi in the sequence.

Thus, swapping Vi and Vj to follow ascending order strictly
decreases the partial sums between the Vi and Vj additions.
By applying this swap iteratively for all such inversions in ρ,
ρ becomes sorted in ascending order without increasing the
partial sum at any step.



Since the assumption was ρ is optimal but we can decrease
the partial sums (or keep them the same) by enforcing as-
cending order, the initial assumption that ρ is optimal must
be incorrect. Therefore, sorting by ascending order minimizes
the partial sum for all steps in the addition.

Section V presents results on the savings realized by sorting
set S.

E. Uncomputing the carry bits

Our library introduces new carry bits for each summation
of qubits. An addition of two qubit registers, each m qubits
wide, causes the allocation of m carry bits to hold the values
produced by each pair of bit additions. The initial carry-in is
|0〉 as shown in Figure 2, but we generate a carry-out at the
leftmost addition that is never needed.

It is therefore plausible that 1
3 of our qubits are allocated

for carry operations. It has been shown that a single carry
bit could service all additions, threading its way through the
circuit [9]. This would work as follows:

• The carry-out computation is prepared as shown in Fig-
ure 2 using three CCX gates that target the carry-out bit.

• The value at that point is then used for the next two qubit
additions as the carry-in. In Figure 2, the role of that qubit
is the false qubit shown at the top.

• Once the control point is specified, the carry qubit can
be uncomputed by applying the inverse of the gates that
gave it its current value. The CCX gate is its own inverse,
so we simply replay the three operations shown in purple
in Figure 2 in reverse of the order in which they were
applied.

• The carry qubit can now be used to receive carry-out of
the next qubits’ summation.

While this increases the gate count for the resulting circuit,
we expect the number of qubits could be cut by 1

3 . Another
issue is the noise on the singleton carry qubit, relied upon
throughout the entire circuit. We consider this future work, to
investigate the savings on qubits as compared with possible
increased noise when so many operations are applied to a
single qubit.

F. Double-buffering of sums

In the same way that the carry bit can be uncomputed and
used for each carry computation [9], the partial sums that
result from incorporating designated elements of S could be
accomplished using double buffering. The summation register
that received its result at time t could be used at time t + 2,
with the result from t+1 and the next integer from S summed
into the recycled register. Instead of n summation registers,
we would need only 2. The register from time t must be
uncomputed so that it returns to its initial state and is ready
to receive the summation at step t+ 2.

Using analysis similar to Section II-B, we could save

O(n× log(max(n, an)))

qubits, where n is the size of S and an is the largest integer
in S. This must be investigated because uncomputing has
implications for noise and delay in the quantum circuit.

III. COMPUTING STRING EQUALITY

At the end of an SSP instance, the final sum developed
by the various approaches described in Section II must be
compared with the target T for the SSP decision problem. In
this section, we present a new approach for computing equality
between two strings (nominally considered to be the same
width m).

Extensions to strings of different width are possible, but
the implementation would depend on whether the strings are
viewed as

• numbers, in which case the shorter string can be
prepended with sufficient 0s to match the width of the
longer string; or

• text, in which case the strings would be viewed as unequal
owing to their difference in width.

(a)

(b)

Fig. 3. Current method to determine v = w. In (a), qubits vi and wi are
compared via exclusive-or, with the resulting same bit |0〉 if and only if they
agree. The circuit continues in (b), where the multi-controlled X gate checks
that all of the same control bits are 0.

The standard approach for a quantum circuit to detect whether
strings v and w are identical is shown in Figure 3.

1) The equality of each pair of bits, vi and wi is computed
by their exclusive-or. Thus, we compute

samei = vi ⊕ wi

using two CX gates as shown in Figure 3(a). The result
samei is 0 if and only if the ith bits of v and w are
the same. The resulting string same shows which qubit



positions in v and w agree, and which do not. Where
agreement exists, the corresponding bit of same is |0〉

2) We next determine if all the qubits in register same are
|0〉. This is typically achieved using each as a control bit
of a multi-controlled X gate, whose target is some qubit
allZero, as shown in Figure 3(b). Thus, allZero = |1〉
if and only if all the qubits of same are |0〉. Because we
are checking that all control bits are 0, each requires an
X gate prior to the multi-controlled X gate (and after,
possibly, to uncompute).

We are concerned with the noise experienced for Grover on
the IBM Q devices [5], and the multi-control gates have been
identified as a source of such noise [6]. We therefore developed
an alternate formulation for string equality. We base our new
approach on the following:

m∑
i=1

samei = 0←→ same = 0

In other words, same is the integer 0 if and only if its digits
sum to 0. The sum of such digits is at most m, when each is
a 1. With reference to Equation 1, we can represent the sum
of m bits using blog2mc+ 1 bits. For example, if m = 1000
bits then its sum can be represented in 10 bits. That sum can in
turn be represented in 4 bits, and so on. Each step reduces the
number of bits needed logarithmically. The number of such
steps is thus Θ(log ?(m)). In the limit, once we have a sum
held in two bits, we can reduce the number of bits no further.
We finally test that the remaining two qubits are |0〉 which
takes a single CCX gate.

We have thus reduced the problem of string equality to the
problem of a series of additions, culminating in a CCX gate.
We perform Θ(log ?(m)) additions, each using only CX and
CCX gates. We have thus eliminated the need for a multi-
controlled CX gate with more than 2 control bits.

Investigation of this replacement for string equality is future
work for us. We intend to use IBM’s emulators [5] that can
model the noise of their quantum computers.

IV. ORACLE ADAPTATION TO ALLOW SSP
APPROXIMATION

While the SSP decision problem is itself interesting, in
terms of the hard problems we seek to solve, the optimization
form of the problem is more attractive:

Given a (multi)set

S = {a1, a2, . . . , an}

of n positive integers, which subset of S sums to a
value as close to T as possible.

We say “which subset” because any subset is a possible
solution, including the empty set. The optimization problem
seeks a subset whose sum is as close to T as possible given
the integers in S.

With an SSP instance formulated to find a subset whose sum
is exactly T , a solution near T could be found by repeated
runs of a Grover search using targets acceptably close to T .

However, the complexity of this approach introduces a linear
factor related to the acceptable range around T . Binary search
cannot help if the oracle performs exact matches for its target.
This is because the integer range around T does not help to
guide the search toward a solution.

In this section, we describe a simple adaptation of the oracle
that allows for an approximate search around T in a single run
of Grover’s algorithm. That run can also provide information
about whether the approximate match is greater than or less
than T .

This problem is certainly NP-Hard because the acceptably
close range of T could be just T itself.

A. Approximate solution with a run

The approach we have described in Section III culminates
with an exact comparison with T . We describe here how that
comparison can be relaxed to:

• search for a sum whose value approximates T and
• provide information for the next formulation of a Grover

instance that will make the approximation more precise.

The approach works as follows, with an example shown in
Figure 4.

• Within a given run of an SSP instance using Grover’s al-
gorithm, instead of matching against T we match against
all but the least significant k bits of T .

• For k = 0 this tests for an exact match against T . When
viewed from right to left, as k increases, the range for a
match is correspondingly relaxed.

• In the quantum circuit, this is accomplished by matching
only the most significant n − k qubits and ignoring the
others. We can use the string-equality circuit described
in Section III.

Value of k
8 7 6 5 4 3 2 1 0
1 0 0 1 1 1 0 1

Fig. 4. Example for approximate matching of T , with the bits of T = 157
shown on the bottom.

The effect of this approach, ignoring the least significant k
bits, is to search for match in the interval

[T − (T mod 2k), T − (T mod 2k) + 2k − 1]

The inclusive lower bound is obtained when the least signif-
icant k bits are all 0, and the upper bound is obtained when
they are all 1. Using the example in Figure 4, we obtain the
following inclusive intervals for the approximate search, based
on a particular provided value for k:



k T mod 2k Low High Diff
0 0 157 157 0
1 1 156 157 1
2 1 156 159 3
3 5 152 159 7
4 13 144 159 15
5 29 128 159 31
6 27 128 191 63
7 27 128 255 127

The range expands at the low side or high side, depending on
the bit pattern of T . A zero at the current value of k maintains
the low value, and a one at that position maintains the high
value. As shown in the rightmost column, the approximation
becomes exponentially worse with each increase in k.

We use this idea to modify our oracle generator from
Figure 1 as follows:

• The generator accepts a specific value for k.
• The generated oracle determines success if T is matched

on all but the least significant k bits.
Grover search then yields a superposition of subsets whose
sums fall within the approximate range as described above for
a given k. As described in Section I-C, a subset is represented
as a particular value of x whose bits encode which elements
of S are included in the subset whose sum falls within the
approximate range. The superposition is then measured to
yield a particular value of x, which corresponds to a particular
subset of S.

Once a subset is observed, subsequent Grover searches can
be formulated to expand or contract the search space for a
solution near T .

V. EXPERIMENTS

To explore how effective our optimizations are on the
number of qubits and gate operations of the circuit, we con-
ducted empirical experiments on most of the ideas presented
in Section II.

These experiments were run on Python 3.11.4 and
Qiskit 0.45. A record of the raw data and mean calculations
is archived in our GitHub repository.1

A. Setup

For testing, we generated instances of the Subset Sum
problem with a randomized (multi)set of positive integers
and a target between 1 and the sum of the entire set: an
instance with a target beyond the entire set’s sum clearly has
no solution. We vary the maximum value allowed in the set
between 64, 128, and 256. Our primary goal was to reduce the
qubit requirements of the oracle, but we measured both qubit
and gate operations as a function of the number of values in
the set.

The number of qubits used in each circuit was calculated
by counting each register created using our Quantum Circuit
(QC) class. The gates of interest were counted by subtracting
the uses of cosmetic quantum circuit barriers and measurement

1https://github.com/ABenoit0226/quantum-place-route

operations from a built-in Qiskit method for counting the
number of circuit operations.

To obtain meaningful measurements, we compute the mean
number of qubits and gate operations used over 100 runs
(each with a randomized SSP instance) of each problem.
Experiments were run between set sizes of 5 and 100 in
increments of 5.

We evaluate 4 configurations of the subset sum implemen-
tation to demonstrate our circuit optimizations:

1) The baseline configuration uses fixed-width, 32-bit reg-
isters to hold integers and perform addition operations.

2) Here, we apply the optimization described in Sec-
tion II-C and use varying-width registers, but only for the
set’s elements. We continue to use fixed-width registers
for the partial sums based on the size of the total sum
of all elements in the set, as described in Section II-B.

3) Continuing with the optimization described in Sec-
tion II-C, we used varying-width registers for set ele-
ments and the partial sums.

4) Finally, we use the above optimizations but also perform
sums using the sorted order of the set S as described in
Section II-D.

B. Qubit Results

As shown in Figure 7, our transition to using varying
width integers rather than a standard 32-bit integer (as a
classical computer does) reduces the number of qubits used to
create the SSP solver circuit substantially. This is particularly
noticeable as the size of the problem grows and the qubit count
between the baseline and the optimization diverges. This value
manifests as a reduction of ∼58− 73% (see Figure 5).

We can further reduce the number of qubits used through
two other optimizations in our calculation of the partial sums:
using varying width partial sums and ordering the set before
summation (see Section II-D). These optimizations further
reduce the number of qubits used by ∼1.5 − 2.5% each (see
Figure 5).

As the maximum value allowed in the set increases, the
percentage reduction in qubits decreases. This is expected as
the baseline uses 32-bit registers by default and larger integers
use a register size closer to 32 so the varying width methods
save fewer qubits.

The decrease in qubit reduction as the set size increases
is comes from the fact that the optimized methods’ functions
are respectively less linear. Despite appearing linear in terms
of qubits/set size (see Figure 7), the fully optimized method’s
function actually increases in slope by roughly 15% between
10 and 100 values, whereas the fixed method’s function
experiences a negligible change (<.01%) when the maximum
allowed value is 256. This is due to partial sums approaching
32 bit width as the set size grows.

C. Gate Results

Reducing the number of gate operations is also important, as
each gate introduces noise and delay in the circuit. As shown
in Figure 8, using a width based on the total sum of all set



Max Value = 64
Set size: 5 values 50 values 100 values

Sums fixed width 72.80% 67.27% 65.40%
Sums varying width 74.57% 69.59% 67.79%

Optimal ordering 75.96% 72.02% 70.33%

Max Value = 128
Set size: 5 values 50 values 100 values

Sums fixed width 69.13% 63.83% 61.95%
Sums varying width 71.02% 66.12% 64.33%

Optimal ordering 72.39% 68.66% 66.90%

Max Value = 256
Set size: 5 values 50 values 100 values

Sums fixed width 65.67% 60.37% 58.53%
Sums varying width 67.43% 62.68% 60.91%

Optimal ordering 68.92% 65.19% 63.53%

Fig. 5. Percentage of qubits saved over Fixed 32 bit by optimization (max
value in set = 64, 128, 256 respectively)

elements instead of 32 bits significantly reduces the number
of gates used in the SSP circuit as well. This value is further
optimized by using varying widths for the partial sums and
by ordering the set. As the problem grows, the gate count
between the baseline and optimization diverges, although to
a lesser extent than with the qubit counts. Overall, we see a
reduction of ∼42 − 62% from fixed-width to the size of the
total sum of all elements, an additional ∼2.5 − 3% by using
varying width in the partial sums, and another ∼1.5− 3.25%
from ordering the elements before summing.

Similar to the qubit results, there are slightly diminished
reductions from the optimizations compared to the baseline
as the maximum value allowed in the set increases and ap-
proaches 32 bits in size. There are also diminished reductions
for more values in the set as the resulting sums are closer to
the size of the 32-bit sums.

VI. ORACLE LIBRARY

Our library for initializing and executing subset sum oracles
consists of 3 classes that support quantum circuits, arithmetic,
and the Subset Sum problem. We also developed methods for
testing and data generation that produced the data reported in
Section V.

A. Quantum Circuit Class

We define a base quantum circuit class, QC, a wrapper class
for the Qiskit Quantum Circuit class. It creates and manages
the quantum circuit, with methods for adding registers that
allow us to account for qubit usage and name the registers
according to their use as an aid to understanding the generated
circuit. The class provides for all basic Boolean operations
and offers methods that optimize the generation of carry bits
and chains of exclusive-ors, with a resulting circuit shown in
Figure 2. While those operations can in theory be generated
from the basic Boolean operators, qubits are spared by real-
izing these operations in a more compact form. For example,

Max Value = 64
Set size: 5 values 50 values 100 values

Sums fixed width 61.73% 52.42% 49.82%
Sums varying width 64.19% 55.38% 52.87%

Optimal ordering 65.81% 58.38% 56.05%

Max Value = 128
Set size: 5 values 50 values 100 values

Sums fixed width 57.35% 48.27% 45.82%
Sums varying width 59.91% 51.13% 48.78%

Optimal ordering 61.47% 54.19% 51.91%

Max Value = 256
Set size: 5 values 50 values 100 values

Sums fixed width 53.53% 44.38% 41.92%
Sums varying width 55.85% 47.19% 44.81%

Optimal ordering 57.52% 50.14% 47.92%

Fig. 6. Percentage of gates saved over Fixed 32 bit by optimization (max
value in set = 64, 128, 256 respectively)

a direct realization of exclusive-or in terms of the more basic
Boolean operations burns 6 qubits for temporary values and
uses 10 quantum gates. We do not report experimental results
separately for these improvements but use them throughout
our experiments.

The methods in this and the following classes accept infor-
mation to perform a given operation and can either

• generate a new register to contain the result, or
• accept a register as a parameter that should receive the

result.
The first use case is functional in nature and allowed us to
write complicated operations very easily in terms of their
constituent operations.

B. Quantum Arithmetic Class

Following the decorator pattern [10], we developed a class
QVarArith that decorates the QC class. This supports the
instantiation of integers, arithmetic on integer values, and
comparison of integer values.

The class supports varying-width arithmetic by default, but
it can be invoked to create or add integers of a specified width.
This allows us to experiment with the savings of varying-width
arithmetic as described in Section II-C.

C. Subset Sum Class

We define a class to manage instances of the Subset Sum
problem, QSubsetSum. The class takes a list of integer
values (our set S), and an integer target (T ) generates a QC
object containing the oracle.

VII. CONCLUSION AND FUTURE WORK

We have examined several techniques for reducing the num-
ber of qubits needed to generate an oracle for the Subset Sum
problem. We presented results that show the greatest savings
in qubits were seen by moving from fixed-width arithmetic



Fig. 7. Mean qubit usage of optimization vs. set size

to varying-width for the integers in S. Extending that idea to
the sums brought some improvement, and sorting the set to
minimize the partial sums yielded additional, modest gains.
Our circuits also required fewer gates with each optimization,
but qubits had been the limiting factor for running the subset
sum problem in emulation or on actual hardware.

We described a new technique for bit-string comparisons
in a quantum circuit that avoids a multi-controlled gate.
We described a method for adapting the oracle to allow an
approximate search.

The code producing our results in Section V is available in
the GitHub repository referenced there. For future work we

Fig. 8. Mean gate usage of optimization vs. set size

are interested in the following directions:
• We hope to apply the idea from [9] to save carry bits

by uncomputing and reusing them. An issue could be the
accumulation of noise using just a single qubit for such
a purpose. We hope to consider a qubit uncompute and
noise management scheme, in which we could use a given
qubit for carries until the noise might become intolerable,
prior to which point we would allocate a new qubit for
carries.

• The double-buffering idea described in Section II-F could
significantly reduce the qubits needed for the oracle, at
the expense of a deeper circuit. The depth matters in



terms of delay and noise. We could manage those buffers
in the same manner as the carry qubit, described above.
We would reuse a given pair of sum registers until noise
or depth becomes egregious.

• Our emulations using Grover’s search provide great re-
sults, but the same circuits on current IBM hardware [5]
are disappointing. We hope to localize the source of noise,
which we believe to be the multi-controlled X gates. The
technique in Section III avoids one such gate, but the
diffuser step of Grover’s algorithm still uses such a gate.
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